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SILENT STORE DETECTION AND
RECORDING IN MEMORY STORAGE

STATEMENT REGARDING FEDERALLY
SPONSORED RESEARCH OR DEVELOPMENT

This invention was made with Government support under
B599858 awarded by Department of Energy. The Govern-
ment has certain rights to this invention.

BACKGROUND

Various embodiments of this disclosure relate to memory
storage, and, more particularly, to silent store detection and
recording in memory storage.

In many computer applications such as high performance
computing and numerical analysis, the same value is written
to the same memory location several times. These repeated
writes of the same values are referred to as silent stores.

SUMMARY

Embodiments include methods, systems, and computer
program products for silent store detection and recording in
memory storage. A method includes receiving a write
request, the write request including a memory address and
write data. Stored data is read from a memory location at the
memory address. It is determined whether previous write
requests specifying the memory address resulted in a write
to the memory location. The determining is based on a value
of' a modified bit, in a modified bitmap, that corresponds to
the memory address. The modified bit has a value of set
when the memory location was previously written to and a
value of reset when the memory location was not previously
written to. Based on determining that the memory location
was not previously written to, the stored data is compared to
the write data. Based on the stored data matching the write
data, the write request is completed without writing the write
data to the memory and a silent store bit, in a silent store
bitmap, that corresponds to the memory address is set to
indicate that the write request was completed without writ-
ing the write data to the memory. Based on the stored data
not matching the write data, the write data is written to the
memory location, the silent store bit is reset to indicate that
the write request was completed by writing the write data to
the memory, and the modified bit is set to indicate that the
write request was completed by writing the write data to the
memory location. Based on determining that the memory
location was previously written to: the write data is written
to the memory location, the silent store bit is reset to indicate
that the write request was completed by writing the write
data to the memory, and the modified bit is set to indicate
that the write request was completed by writing the write
data to the memory location. At least one of an application
and an operating system is provided access to the silent store
bitmap.

Additional features and advantages are realized through
the techniques of the present invention. Other embodiments
and aspects of the invention are described in detail herein
and are considered a part of the claimed invention. For a
better understanding of the invention with the advantages
and the features, refer to the description and to the drawings.

BRIEF DESCRIPTION OF THE DRAWINGS

The subject matter which is regarded as the invention is
particularly pointed out and distinctly claimed in the claims
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at the conclusion of the specification. The forgoing and other
features, and advantages of the invention are apparent from
the following detailed description taken in conjunction with
the accompanying drawings in which:

FIG. 1 is a block diagram of a system for silent store
detection and recording in memory storage in accordance
with an embodiment;

FIG. 2 is a block diagram of a memory and a silent store
bitmap in accordance with an embodiment;

FIG. 3 is a flow diagram of a process for silent store
detection and recording in memory storage in accordance
with an embodiment;

FIG. 4 is block diagram of a state diagram of settings for
a modified bit and a silent store bit in accordance with an
embodiment;

FIG. 5 is a block diagram of a system for silent store
detection and recording in memory storage in accordance
with an embodiment; and

FIG. 6 is a block diagram of a computing device for
implementing some or all aspects of the system for silent
store detection and recording in memory storage in accor-
dance with an embodiment.

DETAILED DESCRIPTION

Various embodiments of this disclosure relate to the
detection and recording of silent stores. By using a bitmap
to track silent stores, embodiments provide for the tracking
and recording of silent stores at a large granularity when
compared to contemporary solutions which are limited to
tracking silent stores across a fixed number of instructions
(e.g., 10, 20). In addition, embodiments provide applications
and operating systems with access to the silent store bitmap,
thereby allowing them to have visibility into current silent
store activity.

Turning now to FIG. 1, a block diagram of a system 100
for silent store detection and recording in memory storage is
generally shown in accordance with an embodiment. The
system 100 includes a processor 102 that executes an
application and/or operating system (OS) that can request
access to data stored in a memory 106. Requests of reads or
writes to the memory 106, from the processor 102, are sent
to a memory controller 104 for processing. The memory
controller 104 can perform a number of tasks including, but
not limited to, translation of virtual addresses to real
addresses, and buffering of requests. In embodiments
described herein, the memory controller 104 can also per-
form silent store detection and recording. Though shown as
separate physical components in FIG. 1, one or more of the
memory controller 104, the memory 106, the silent store
bitmap 108, the modified bitmap 110, and the processor 102
can also be co-located on a single physical component.

In an embodiment, the memory 106 is main memory that
is internal to the processor and implemented by a dynamic
random access memory (DRAM) device. In an embodiment,
the silent store bitmap 106 is stored on a DRAM and/or
static random access memory (SRAM) device. In embodi-
ments, the silent store bitmap 106 is located in the memory
106.

As described previously, a silent store occurs when write
data received as part of a memory write request is the same
as the data already stored (the stored data) at the memory
location. In embodiments described herein, the memory
controller 104 can interface with a silent store bitmap 108 to
record portions of the memory 106 where a silent store has
occurred, that is when a write request was completed with-
out physically writing the write data to the memory. The
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memory controller 104 can also interface with a modified
bitmap 110 to record portions of the memory 106 where an
non-silent store has occurred. As shown in FIG. 1, contents
of'the silent store bitmap 108 can be provided to applications
and/or OSs executing on the processor 102 via, for example,
a memory mapped input/output (I/0).

Embodiments can be utilized by synchronized check-
points of a computer system, such as a supercomputer
system. As used herein, the term “checkpoint” refers to the
copying of an application’s states to a backup storage at a
particular time. To facilitate fault tolerance, the checkpoint
can be read in case an error is detected, in order to recover
an application state to that particular time in preparation for
re-execution. As used herein, the term “supercomputer”
refers to a computer system where the computation capacity
is large, such that it is more vulnerable to failures than
conventional systems due to the sheer number of its com-
ponents. Supercomputers are also known as high perfor-
mance computing (HPC) systems. The silent store profile
captured in the silent store bitmap 108 can help a user
determine which portion of the application data changes
frequently. Using this information, the user can schedule
checkpoints selectively based on the adaptive frequency of
change for different data of the same application. As used
herein, the term “adaptive frequency of change” refers to
how often the stored values of the application changes due
to changes in application activities. The checkpoint schedule
can vary based on current (e.g., real-time) information about
which data is frequently being updated. In other embodi-
ments, the determining the frequently changing data and
scheduling of checkpoints is automated (e.g., performed by
a computer).

Embodiments can also be utilized during application
tuning for a computer application. Silent store profiling can
help a user observe if the chosen time step and interval of the
application is sufficient to cause changes in the results. The
user can then tune the application based on the profiling, for
example, to use a larger time step or interval for the
simulations.

Embodiments can further be utilized by synchronous
checkpoint restarts of a computer system. Silent store pro-
filing can help a user determine how often the application
data changes in order to schedule checkpoints based on the
adaptive frequency of change for the application. Determin-
ing what portion of the application data to checkpoint can be
based on the silent store profile adaptively in real-time
and/or based on an off-line profile. After an optimal check-
point schedule is chosen, at the checkpoint time the user can
further benefit from the silent store profile at runtime by
copying only changed data.

Generally, techniques that benefit from tracking writes
(e.g., using a translation look-aside buffer (TLB) or other
means) can further benefit from the silent store recording
implemented by embodiments described herein. Embodi-
ments described herein can provide a more precise indica-
tion (than, e.g., a TLB) of whether a change has occurred in
a data region.

The checkpoint schedule can vary based on current (e.g.,
real-time) information about which data is frequently being
updated. In other embodiments, the determining the fre-
quently changing data and the scheduling of checkpoints is
automated (e.g., performed by a computer).

Turning now to FIG. 2, a block diagram 200 of a memory
202, a silent store bitmap 204, and a modified bitmap 206 is
generally shown in accordance with an embodiment. In an
embodiment, each section of the memory 202 corresponds
to one bit in the silent store bitmap 204 and one bit in the
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modified bitmap 206. The size of the section can vary and
can be based on the number of bytes (or bits) that are read
from the memory 202 as a single unit and written to the
memory 202 as a single unit. In an embodiment where a
DRAM line (the amount read or written as a unit) is 16
bytes, each section can contain 16 bytes of data to match the
size of the DRAM line. In this embodiment, a destructive
write of DRAM requires the full 16-byte line to be read.
Embodiments can implement sections of any size (e.g., 4
bytes, 8 bytes, 128 bytes, etc.), with the size varying based
on implementation requirements. In embodiments, each
section is individually addressable via a memory address
and also referred to herein as a memory location. Thus, each
memory address corresponds to a bit in the silent store
bitmap 204 and to a bit in the modified bitmap 206. In
embodiments the silent store bitmap 204 and the modified
bitmap 206 can vary in size based on the size of the sections
and the memory 202. In one embodiment, the silent store
bitmap 204 and the modified bitmap each contain 32 bytes.

Turning now to FIG. 3, a flow diagram 300 of a process
for silent store detection and recording in memory storage is
generally shown in accordance with an embodiment. In an
embodiment, the process shown in FIG. 3 can be imple-
mented by instructions located on a memory controller
and/or processor. At block 302, a write request that can
include a memory address and write data is received. At
block 304, the stored data (or read data), together with the
corresponding modified bit and silent store bit, is read from
a memory location at the memory address specified by the
write request. At 305, if it is determined that the memory
block has already been modified, then the processing con-
tinues at block 310, otherwise the processing continues to
block 306. At block 306, the stored data (or read data) is
compared to the write data specified by the write request. If
it is determined, at block 308 that the content matches, then
a silent store has been detected and processing continues at
blocks 314-316. If it is determined, at block 308 that the
content does not match, then a silent store has not been
detected and processing continues at blocks 310-313.

At block 310 of FIG. 3, based on the stored data not
matching the write data (i.e., the write does not cause a silent
store), the write data is written to the memory location. In an
embodiment, a corresponding bit in the silent store bitmap
can be reset, at block 312, to indicate that the write data was
written. At block 313, the corresponding bit in the modified
bitmap can be set.

In an embodiment, the write at block 310 is performed
only when the stored data does not match the write data. In
this embodiment, when block 310 is performed after block
305 results in a “yes” (e.g., the modified bit is set), the stored
data is compared to the write data prior to block 310 being
performed and the writing at block 310 occurs only when the
stored data does not match the write data. When the stored
data does not match the write data, the process flows from
block 305 to block 312.

At block 314 of FIG. 3, the write request is completed
without writing the write data to the memory location. The
process can include determining whether any previous write
requests resulted in a write to the memory location and at
block 316, and based on determining that the previous write
requests did not result in a write to the memory location, the
silent store bit that corresponds to the memory address is set
in the silent store bitmap to indicate that the write request
was completed without writing the write data to the memory.
In embodiments, the determining whether previous write
requests specifying the memory address resulted in a write
to the memory location includes looking as far back as a
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specified time frame, a specified number of total writes to
the memory system, and/or since the last initialization of the
silent store bitmap. In embodiments, and as described below
with reference to FIG. 4, a modify bit associated with the
memory address can be used to determine whether the
memory location was previously updated.

In an embodiment, the bits in a silent store bitmap are
reset when the silent store bitmap is initialized. In addition,
the bits in the silent store bitmap can be reset after events
that include, but are not limited to: a checkpoint is com-
pleted, after an application has completed execution, and/or
after contents of the memory have been transmitted to
another processor. In an embodiment, during an initializa-
tion of the silent store bitmap all of the bits are reset (e.g.,
to “0”). When a silent store occurs, the corresponding bit in
the silent store bitmap is set (e.g., to “17).

In an embodiment, the bits in a modified bitmap are reset
when the modified bitmap is initialized. In addition, the bits
in the modified bitmap can be reset after events that include,
but are not limited to: a checkpoint is completed, after an
application has completed execution, and/or after contents
of the memory have been transmitted to another processor.
In an embodiment, during an initialization of the modified
bitmap all of the bits are reset (e.g., to “0”). When a
non-silent store occurs (i.e., a physical write to the memory
occurs), the corresponding bit in the modified bitmap is set
(e.g., to “17).

In embodiments, the silent store bitmap and the modified
bit map are initialized at the same time. Also, in embodi-
ments, the bits in the silent store bitmap and the modified
bitmap are reset in response to the same events.

In embodiment, the silent store bitmap and the modified
bitmap are made accessible to an application and/or to an
operating system. In an embodiment, access is provided via
memory mapped I/O, such that the OS or user can access the
silent store and modified bitmaps through memory access
instructions (e.g., load and store instructions) or a direct
memory access (DMA) engine. A mapping data structure
that establishes a data memory addresses to an address
where the data memory’s corresponding silent store bit and
modified bit are located is maintained in the OS. In one
embodiment, a mapping of a data virtual address page to its
corresponding modified and silent store bitmap is main-
tained in OS, and individual modified and silent store bits
can be located by using lower bits of the data virtual address
as a bit position offset to the corresponding bitmap. The
access method through memory mapped [/O also enables an
OS the ability to reset the silent store and modified bitmaps,
at the beginning of a checkpoint cycle or memory initial-
ization.

Turning now to FIG. 4, a block diagram of a state diagram
400 of settings for a modified bit and a silent store bit is
generally shown in accordance with an embodiment. In
embodiment, a modify bit associated with the memory
address can be used to determine whether the memory
location was not previously updated. The modify bit can
stored in the memory with the stored data, for example, as
metadata, and included as part of the read data from the
memory location.

As shown in the state diagram 400 of FIG. 4, a modified
bit initial state 402, a silent store bit initial state (from the
silent state bitmap), and an incoming store state 406 (i.e.,
silent store or not a silent store) are input to the state diagram
400. Output from the state diagram 400 are a new modified
bit state 408 and a new silent store bit 410. For example, if
the modified bit initial state 402 is “0” (the memory address
has not been previously modified), the silent store bit initial
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state 404 is “0” (the last store was not a silent store), and the
incoming store state 406 is a silent store, then the result is
that the new modified bit state 408 is “0” and the new silent
store bit 410 is set to “1” to indicate that a silent store has
occurred. As shown in the state diagram, the only time that
the silent store bit can have a value of “1” is when the
modified bit initial state 402 is “0” (the memory location was
not previously modified) and the incoming store state 406 is
a silent store.

Turning now to FIG. 5, a block diagram of a system 500
for silent store detection and recording in memory storage is
generally shown in accordance with an embodiment. The
system 500 includes an accelerator 504 that executes an
application and/or operating system (OS) that can request
access to data stored in a memory 510. Requests of reads or
writes to the memory 510, from the accelerator 504, are sent
to a memory controller 508 for processing. The memory
controller 508 can perform a number of tasks including, but
not limited to, translation of virtual addresses to real
addresses, and buffering of requests. In embodiments
described herein, the memory controller 508 can also per-
form silent store detection and recording using the silent
store bitmap 506 and the modified bitmap 512.

In an embodiment, the memory 510 is main memory that
is internal to the accelerator 504 and implemented by a
dynamic random access memory (DRAM) device. In an
embodiment, the silent store bitmap 506 and/or modified
bitmap 512 is stored on a DRAM and/or static random
access memory (SRAM) device. In embodiments, the silent
store bitmap 506 and/or the modified bitmap 512 is located
in the memory 510.

In an embodiment, such as that shown in FIG. 5, that
includes a heterogeneous system that includes a processor
502 (e.g., a general purpose processor or host processor) and
an accelerator 504 such as a graphics processing unit (GPU),
the accelerator 504 can send computer information (e.g.,
data) back to the CPU 502 at the end of computation in
certain time steps. With silent store record according to
embodiments described herein, the accelerator 504 can send
only data that are different from the data that the CPU 502
already received in the last time step. For a user application,
sending data back infrequently can result in a stall latency,
while sending data back too frequently results in inefficiency
(more transfers of the same data). By using embodiments of
the silent store profiling described herein, a user (or com-
puter if automated) can determine an optimal, adaptive time
step to schedule sending back of data.

Turning now to FIG. 6, a block diagram of a computer
system 600 for use in implementing some of all aspects of
the system for silent store detection and recording in
memory storage is generally shown according to some
embodiments. The processing described herein may be
implemented in hardware, software (e.g., firmware), or a
combination thereof. In an exemplary embodiment, the
methods described may be implemented, at least in part, in
hardware and may be part of the microprocessor of a special
or general-purpose computer system 600, such as a personal
computer, workstation, minicomputer, or mainframe com-
puter.

In an exemplary embodiment, as shown in FIG. 6, the
computer system 600 includes a processor 605, memory 610
coupled to a memory controller 615, and one or more input
devices 645 and/or output devices 640, such as peripherals,
that are communicatively coupled via a local /O controller
635. These devices 640 and 645 may include, for example,
a printer, a scanner, a microphone, and the like. A conven-
tional keyboard 650 and mouse 655 may be coupled to the
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1/O controller 635. The 1/O controller 635 may be, for
example, one or more buses or other wired or wireless
connections, as are known in the art. The I/O controller 635
may have additional elements, which are omitted for sim-
plicity, such as controllers, buffers (caches), drivers, repeat-
ers, and receivers, to enable communications.

The /O devices 640, 645 may further include devices that
communicate both inputs and outputs, for instance disk and
tape storage, a network interface card (NIC) or modulator/
demodulator (for accessing other files, devices, systems, or
a network), a radio frequency (RF) or other transceiver, a
telephonic interface, a bridge, a router, and the like.

The processor 605 is a hardware device for executing
hardware instructions or software, particularly those stored
in memory 610. The processor 605 may be a custom made
or commercially available processor, a central processing
unit (CPU), an auxiliary processor among several processors
associated with the computer system 600, a semiconductor
based microprocessor (in the form of a microchip or chip
set), a macroprocessor, or other device for executing instruc-
tions. The processor 605 includes a cache 670, which may
include, but is not limited to, an instruction cache to speed
up executable instruction fetch, a data cache to speed up data
fetch and store, and a translation lookaside buffer (TLB)
used to speed up virtual-to-physical address translation for
both executable instructions and data. The cache 670 may be
organized as a hierarchy of more cache levels (L1, L2, etc.).

The memory 610 may include one or combinations of
volatile memory elements (e.g., random access memory,
RAM, such as DRAM, SRAM, SDRAM, etc.) and nonvola-
tile memory elements (e.g., ROM, erasable programmable
read only memory (EPROM), electronically erasable pro-
grammable read only memory (EEPROM), programmable
read only memory (PROM), tape, compact disc read only
memory (CD-ROM), disk, diskette, cartridge, cassette or the
like, etc.). Moreover, the memory 610 may incorporate
electronic, magnetic, optical, or other types of storage
media. Note that the memory 610 may have a distributed
architecture, where various components are situated remote
from one another but may be accessed by the processor 605.

The instructions in memory 610 may include one or more
separate programs, each of which comprises an ordered
listing of executable instructions for implementing logical
functions. In the example of FIG. 6, the instructions in the
memory 610 include a suitable operating system (OS) 611.
The operating system 611 essentially may control the execu-
tion of other computer programs and provides scheduling,
input-output control, file and data management, memory
management, and communication control and related ser-
vices.

Additional data, including, for example, instructions for
the processor 605 or other retrievable information, may be
stored in storage 620, which may be a storage device such
as a hard disk drive or solid state drive. The stored instruc-
tions in memory 610 or in storage 620 may include those
enabling the processor to execute one or more aspects of the
dispatch systems and methods of this disclosure.

The computer system 600 may further include a display
controller 625 coupled to a display 630. In an exemplary
embodiment, the computer system 600 may further include
a network interface 660 for coupling to a network 665. The
network 665 may be an IP-based network for communica-
tion between the computer system 600 and an external
server, client and the like via a broadband connection. The
network 665 transmits and receives data between the com-
puter system 600 and external systems. In an exemplary
embodiment, the network 665 may be a managed IP network
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administered by a service provider. The network 665 may be
implemented in a wireless fashion, e.g., using wireless
protocols and technologies, such as WiFi, WiMax, etc. The
network 665 may also be a packet-switched network such as
a local area network, wide area network, metropolitan area
network, the Internet, or other similar type of network
environment. The network 665 may be a fixed wireless
network, a wireless local area network (LAN), a wireless
wide area network (WAN) a personal area network (PAN),
a virtual private network (VPN), intranet or other suitable
network system and may include equipment for receiving
and transmitting signals.

Systems and methods to perform to silent store detection
and recording in memory storage according to this disclo-
sure may be embodied, in whole or in part, in computer
program products or in computer systems 600, such as that
illustrated in FIG. 6.

Technical effects and benefits of embodiments include the
ability to track and record silent stores at a large granularity
when compared to contemporary solutions. In addition,
embodiments provide applications and operating systems
with visibility into current silent store activity.

The terminology used herein is for the purpose of describ-
ing particular embodiments only and is not intended to be
limiting of the invention. As used herein, the singular forms
“a”, “an” and “the” are intended to include the plural forms
as well, unless the context clearly indicates otherwise. It will
be further understood that the terms “comprises” and/or
“comprising,” when used in this specification, specify the
presence of stated features, integers, steps, operations, ele-
ments, and/or components, but do not preclude the presence
or addition of one or more other features, integers, steps,
operations, elements, components, and/or groups thereof.

The corresponding structures, materials, acts, and equiva-
lents of all means or step plus function elements in the
claims below are intended to include any structure, material,
or act for performing the function in combination with other
claimed elements as specifically claimed. The description of
the present invention has been presented for purposes of
illustration and description, but is not intended to be exhaus-
tive or limited to the invention in the form disclosed. Many
modifications and variations will be apparent to those of
ordinary skill in the art without departing from the scope and
spirit of the invention. The embodiments were chosen and
described in order to best explain the principles of the
invention and the practical application, and to enable others
of ordinary skill in the art to understand the invention for
various embodiments with various modifications as are
suited to the particular use contemplated.

The present invention may be a system, a method, and/or
a computer program product. The computer program prod-
uct may include a computer readable storage medium (or
media) having computer readable program instructions
thereon for causing a processor to carry out aspects of the
present invention.

The computer readable storage medium can be a tangible
device that can retain and store instructions for use by an
instruction execution device. The computer readable storage
medium may be, for example, but is not limited to, an
electronic storage device, a magnetic storage device, an
optical storage device, an electromagnetic storage device, a
semiconductor storage device, or any suitable combination
of the foregoing. A non-exhaustive list of more specific
examples of the computer readable storage medium includes
the following: a portable computer diskette, a hard disk, a
random access memory (RAM), a read-only memory
(ROM), an erasable programmable read-only memory
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(EPROM or Flash memory), a static random access memory
(SRAM), a portable compact disc read-only memory (CD-
ROM), a digital versatile disk (DVD), a memory stick, a
floppy disk, a mechanically encoded device such as punch-
cards or raised structures in a groove having instructions
recorded thereon, and any suitable combination of the fore-
going. A computer readable storage medium, as used herein,
is not to be construed as being transitory signals per se, such
as radio waves or other freely propagating electromagnetic
waves, electromagnetic waves propagating through a wave-
guide or other transmission media (e.g., light pulses passing
through a fiber-optic cable), or electrical signals transmitted
through a wire.

Computer readable program instructions described herein
can be downloaded to respective computing/processing
devices from a computer readable storage medium or to an
external computer or external storage device via a network,
for example, the Internet, a local area network, a wide area
network and/or a wireless network. The network may com-
prise copper transmission cables, optical transmission fibers,
wireless transmission, routers, firewalls, switches, gateway
computers and/or edge servers. A network adapter card or
network interface in each computing/processing device
receives computer readable program instructions from the
network and forwards the computer readable program
instructions for storage in a computer readable storage
medium within the respective computing/processing device.

Computer readable program instructions for carrying out
operations of the present invention may be assembler
instructions, instruction-set-architecture (ISA) instructions,
machine instructions, machine dependent instructions,
microcode, firmware instructions, state-setting data, or
either source code or object code written in any combination
of one or more programming languages, including an object
oriented programming language such as Java, Smalltalk,
C++ or the like, and conventional procedural programming
languages, such as the “C” programming language or similar
programming languages. The computer readable program
instructions may execute entirely on the user’s computer,
partly on the user’s computer, as a stand-alone software
package, partly on the user’s computer and partly on a
remote computer or entirely on the remote computer or
server. In the latter scenario, the remote computer may be
connected to the user’s computer through any type of
network, including a local area network (LAN) or a wide
area network (WAN), or the connection may be made to an
external computer (for example, through the Internet using
an Internet Service Provider). In some embodiments, elec-
tronic circuitry including, for example, programmable logic
circuitry, field-programmable gate arrays (FPGA), or pro-
grammable logic arrays (PLA) may execute the computer
readable program instructions by utilizing state information
of'the computer readable program instructions to personalize
the electronic circuitry, in order to perform aspects of the
present invention.

Aspects of the present invention are described herein with
reference to flowchart illustrations and/or block diagrams of
methods, apparatus (systems), and computer program prod-
ucts according to embodiments of the invention. It will be
understood that each block of the flowchart illustrations
and/or block diagrams, and combinations of blocks in the
flowchart illustrations and/or block diagrams, can be imple-
mented by computer readable program instructions.

These computer readable program instructions may be
provided to a processor of a general purpose computer,
special purpose computer, or other programmable data pro-
cessing apparatus to produce a machine, such that the
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instructions, which execute via the processor of the com-
puter or other programmable data processing apparatus,
create means for implementing the functions/acts specified
in the flowchart and/or block diagram block or blocks. These
computer readable program instructions may also be stored
in a computer readable storage medium that can direct a
computer, a programmable data processing apparatus, and/
or other devices to function in a particular manner, such that
the computer readable storage medium having instructions
stored therein comprises an article of manufacture including
instructions which implement aspects of the function/act
specified in the flowchart and/or block diagram block or
blocks.

The computer readable program instructions may also be
loaded onto a computer, other programmable data process-
ing apparatus, or other device to cause a series of operational
steps to be performed on the computer, other programmable
apparatus or other device to produce a computer imple-
mented process, such that the instructions which execute on
the computer, other programmable apparatus, or other
device implement the functions/acts specified in the flow-
chart and/or block diagram block or blocks.

The flowchart and block diagrams in the Figures illustrate
the architecture, functionality, and operation of possible
implementations of systems, methods, and computer pro-
gram products according to various embodiments of the
present invention. In this regard, each block in the flowchart
or block diagrams may represent a module, segment, or
portion of instructions, which comprises one or more
executable instructions for implementing the specified logi-
cal function(s). In some alternative implementations, the
functions noted in the block may occur out of the order noted
in the figures. For example, two blocks shown in succession
may, in fact, be executed substantially concurrently, or the
blocks may sometimes be executed in the reverse order,
depending upon the functionality involved. It will also be
noted that each block of the block diagrams and/or flowchart
illustration, and combinations of blocks in the block dia-
grams and/or flowchart illustration, can be implemented by
special purpose hardware-based systems that perform the
specified functions or acts or carry out combinations of
special purpose hardware and computer instructions.

The descriptions of the various embodiments of the
present invention have been presented for purposes of
illustration, but are not intended to be exhaustive or limited
to the embodiments disclosed. Many modifications and
variations will be apparent to those of ordinary skill in the
art without departing from the scope and spirit of the
described embodiments. The terminology used herein was
chosen to best explain the principles of the embodiments, the
practical application or technical improvement over tech-
nologies found in the marketplace, or to enable others of
ordinary skill in the art to understand the embodiments
disclosed herein.

What is claimed is:
1. A method for detecting and recording silent stores in a
memory system, the method comprising:

receiving a write request, the write request including a
memory address and write data;

reading stored data from a memory location at the
memory address;

determining whether previous write requests specitying
the memory address resulted in a write to the memory
location, the determining based on a value of a modi-
fied bit, in a modified bitmap, that corresponds to the
memory address, the modified bit having a value of set
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when the memory location was previously written to
and a value of reset when the memory location was not
previously written to;
based on determining that the memory location was not
previously written to:
comparing the stored data to the write data;
based on the stored data matching the write data,
completing the write request without writing the
write data to the memory and setting a silent store
bit, in a silent store bitmap, that corresponds to the
memory address to indicate that the write request
was completed without writing the write data to the
memory;
based on the stored data not matching the write data,
writing the write data to the memory location, reset-
ting the silent store bit to indicate that the write
request was completed by writing the write data to
the memory, and setting the modified bit to indicate
that the write request was completed by writing the
write data to the memory location;
based on determining that the memory location was
previously written to:
writing the write data to the memory location, resetting
the silent store bit to indicate that the write request
was completed by writing the write data to the
memory, and setting the modified bit to indicate that
the write request was completed by writing the write
data to the memory location;
comparing the stored data to the write data based on
determining that the modified bit is set, wherein the
writing the write data to the memory location, resetting
the silent store bit to indicate that the write request was
completed by writing the write data to the memory, and
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setting the modified bit to indicate that the write request
was completed by writing the write data to the memory
location based on determining that the memory location
was previously written to is further based on the stored
data not matching the stored data;

providing at least one of an application and an operating
system access to the silent store bitmap;

performing a checkpoint, the performing including using
the silent store bitmap to determine which memory
locations in the memory system to copy as part of the
checkpoint; and

scheduling the checkpoint based on contents of the silent
store bitmap;

wherein silent store bits in the silent store bitmap are reset
when the silent store bitmap is initialized and modified
bits in the modified bitmap are reset when the modified
bitmap is initialized;

wherein content of the silent store bitmap is accessed by
the at least one of the application and the operating
system via a memory mapped input/output interface;

wherein the memory system is included in an accelerator
device and contents of the silent store bitmap are used
to determine when to send data from at least a portion
of the memory locations from the accelerator device to
a general purpose device;

wherein the determining whether previous write requests
specifying the memory address resulted in a write to the
memory location includes at least one of previous write
requests within a specified time frame, previous write
requests within a specified number of total writes to the
memory system, and previous write requests since a
last initialization of the silent store bitmap.

#* #* #* #* #*



